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Easy bugs prevented by using types

I Undefined variable

I Incorrect argument passed a function



Sentinel values

“Array.prototype.indexOf returns the first index at which a given
element can be found in the array, or -1 if it is not present.”
(MDN)
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Through code

“s is a program in the language L if P (s) doesn’t output any
errors.”



Through a written spec

“s is a program in the language L if the spec S defines the
semantics of s.”
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I e : τ , “e has type τ”

I 3 : int

I “foo” : str



Through judgements

I e : τ , “e has type τ”

I 3 : int

I “foo” : str



Through judgements

I e : τ , “e has type τ”

I 3 : int

I “foo” : str



The structure of an inference rule

J1 J2 . . . Jn

J
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What to do about this?

let x = e1 in e2

let x = 2 + 3 in x+ x⇒ 10
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The old rules, upgraded

n ∈ Z
Γ ` n : int

Γ ` “...” : str

Γ ` e1 : int Γ ` e2 : int

Γ ` e1 + e2 : int

Γ ` e1 : str Γ ` e2 : str

Γ ` e1 ∧ e2 : str



The let rule

Γ ` e1 : τ1 Γ, x : τ1 ` e2 : τ2

Γ ` let x = e1 in e2 : τ2



The variable rule

Γ, x : τ ` x : τ



What’s the type?

· ` let x = len(“foo”) in x+ 3 : τ



A proof tree

· ` “foo” : str

· ` len(“foo”) : int

·, x : int ` x : int

3 ∈ Z
·, x : int ` 3 : int

·, x : int ` x+ 3 : int

· ` let x = len(“foo”) in x+ 3 : int


